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Mathematics can be turned on itself to investigate this question. The branch of mathematics that studies mathematical arguments is called mathematical logic.

In this talk, we will see that under certain assumptions about proofs, there are truths that cannot be proved. You must decide for yourself whether you think these assumptions are valid!
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So there are uncountably many truths, such as

$$
n \in X
$$

for every subset $X$ of $\mathbb{N}$ and every $n \in X$.
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We will define a particular subset $B$ of $\mathbb{N}$ and show that for some $n \in B$ it cannot be proved that $n \in B$ - under certain commonly-made assumptions about proofs.
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We can take the input of a program to be a natural number. As it runs, the program may, from time to time, output a natural number.
Depending on the input, the program halts after finitely many steps, or runs forever.
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It follows that $B=\mathbb{N} \backslash A$ is not listable.
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But $B$ is not listable!
This proves Gödel's First Incompleteness Theorem (1931).
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This gives a negative solution to Hilbert's 10th problem.
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